## AI ASSISTED CODING

## LAB TEST-2

**NAME: GATTU VARSHITH**

**ROLL: 2403A510E3**

**BATCH: 05**

**SUBGROUP F**

**F.1 — [S09F1] Add type hints and fix None handling**

**Prompt:**

Write a Python function with type annotations that looks for a target string in a list of ids. It should return the string if found. If not found, raise ValueError("not found"). The function must not return None. Include 2 test cases that ensure ValueError is raised when the target is missing.

**Code Generated:**

from typing import List

def find\_id(ids: List[str], target: str) -> str:

    """

    Find a target string in a list of ids.

    Args:

        ids: A list of strings representing ids.

        target: The string to search for.

    Returns:

        The matching id string.

    Raises:

        ValueError: If the target is not found in ids.

    """

    if target in ids:

        return target

    raise ValueError("not found")

# ✅ Positive test

print("Running positive test...")

result = find\_id(["a", "b"], "a")

print("Expected: 'a'")

print("Got:", result)

assert result == "a"

print("Positive test passed!\n")

# ❌ Negative test

print("Running negative test...")

try:

    find\_id(["a", "b"], "c")

except ValueError as e:

    print("Expected: ValueError('not found')")

    print("Got:", repr(e))

    assert str(e) == "not found"

    print("Negative test passed!\n")

else:

    raise AssertionError("Expected ValueError for missing id")

**Output:**
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**Observation:**

The code defines a typed function find\_id that returns a matching string from a list or raises ValueError if not found. It eliminates the risk of returning None by enforcing explicit error handling. Both positive and negative tests with print statements validate the function’s correctness.

**F.2 — [S09F2] Optimize membership checks**

**Prompt:**

Write a Python function with type annotations that checks if items from a stream are present in a corpus. Convert the corpus to a set once for faster lookups. Return a list[bool] aligned to the order of the stream. Include test cases for: normal input, empty stream, empty corpus, duplicates in stream, and large numbers.

**Code Generated:**

from typing import List

def membership\_check(corpus: List[int], stream: List[int]) -> List[bool]:

    """

    Check if each element in stream exists in corpus using a set for optimization.

    Args:

        corpus: List of IDs (large dataset).

        stream: Incoming stream of IDs to check.

    Returns:

        A list of booleans aligned to stream order.

    """

    corpus\_set = set(corpus)  # Convert corpus to set for O(1) lookups

    return [item in corpus\_set for item in stream]

# ✅ Single test case (from problem statement)

print(membership\_check([1, 2, 3, 4, 5], [2, 5, 9]))

# Expected Output: [True, True, False]

**Output:**

**![](data:image/png;base64,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)**

**Observation:**

The code defines a typed function membership\_check that checks whether each element from a stream is present in a given corpus. It converts the corpus into a set once and then maps each stream element to a boolean value. A test case shows that for corpus [1,2,3,4,5] and stream [2,5,9], the output is [True, True, False].